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- `(map proc list1 list2 ...)
- `(for-each proc list1 list2 ...)
- `(apply proc arg1 ... args)
(map proc list1 list2 ...)

- The lists must be lists, and proc must be a procedure taking as many arguments as there are lists and returning a single value. If more than one list is given, then they must all be the same length. Map applies proc element-wise to the elements of the lists and returns a list of the results, in order. The dynamic order in which proc is applied to the elements of the lists is unspecified.

- `(map odd? '(1 2 3 4 5 6 7 8))` 
  ```lisp
  (#t #f #t #f #t #f #t #f)
  ```

- `(map + '(1 2 3) '(4 5 6))` 
  ```lisp
  (5 7 9)
  ```
The arguments to for-each are like the arguments to map, but for-each calls proc for its side effects rather than for its values. Unlike map, for-each is guaranteed to call proc on the elements of the lists in order from the first element(s) to the last, and the value returned by for-each is unspecified.

(for-each odd? '(1 2 3 4 5))

;output undefined

(for-each display '(1 2 3 4 5))

12345
Writeln with for-each

(define writeln
  (lambda args
    (for-each display args)
    (newline)
  )
)
(apply proc arg1 ... args)

- Proc must be a procedure and args must be a list. Calls proc with the elements of the list (append (list arg1 ...) args) as the actual arguments.

- \( (\text{max} \ 24 \ 22 \ 27 \ 21) \)
  
  \[
  27
  \]

- \( (\text{max} \ '(24 \ 22 \ 27 \ 21)) \)
  
  max: expects argument of type <real number>; given (24 22 27 21)

- \( (\text{apply} \ \text{max} \ '(24 \ 22 \ 27 \ 21)) \)
  
  \[
  27
  \]
Exercise 7.7 reduce

- Define a procedure, reduce, that has two parameters, proc and mylist.
- The procedure proc takes two arguments.
- The procedure reduce reduces the list mylist by successively applying this operation: it builds a new list with the first two elements of the preceding list replaced by the value obtained when proc is applied to them.
- When the list is reduced to containing only two elements, the value returned is the value of proc applied to those two elements.
- If the original list contains fewer than two elements, an error is reported.
- Here is how the successive stages in the reduction look for:
  \[(\text{reduce } + \ ' (3 5 7 9)):\]
  \[(3 5 7 9) \Rightarrow (8 7 9) \Rightarrow (15 9) \Rightarrow 24\]